# http://huisstijl.vub.ac.be/wp-content/uploads/2016/09/het-vub-logo.png

**Distributed Computing and Storage Architectures**

|  |  |
| --- | --- |
|  | **Project Map Reduce  Tasks Report** |
|  | **Members**   |  |  | | --- | --- | | Deniz Alp ATUN – 0552182  [deniz.alp.atun@vub.be](mailto:deniz.alp.atun@vub.be) | Siddheswar Mukherjee – 0554647  [siddheswar.mukherjee@vub.be](mailto:siddheswar.mukherjee@vub.be) | |

Table of Contents

[1](#_Toc29733774)

[1. Introduction 3](#_Toc29733775)

[2. IMDB Tasks 3](#_Toc29733776)

[2.1. **Task 1:** 50 most common keywords for all movies and shorts 3](#_Toc29733777)

[2.2. **Task 2:** Top 15 keywords for each movie genre 4](#_Toc29733778)

[3. Online Retail Tasks 4](#_Toc29733779)

[3.1. **Task 3:** Top 10 best customers for each retail year 4](#_Toc29733780)

[3.2. **Task 4:** Best selling product 5](#_Toc29733781)

[4. Similar Paper Recommendation Tasks 5](#_Toc29733782)

[4.1. **Task 5:** Jaccard similarity coefficient 5](#_Toc29733783)

[4.2. **Task 6:** Cosine similarity 6](#_Toc29733784)

[5. Matrix Multiplication Task 7](#_Toc29733785)

[5.1. **Task 8:** Matrix dot product 7](#_Toc29733786)

[6. REFERENCE 8](#_Toc29733787)

# Introduction

In this project we are using a map reduce to complete various real-world tasks.  
The map reduce part is provided by MRJob Library, thus allowing us to focus on logic of the tasks rather than the implementation part of map reduce.

Below you will find members assigned tasks and their respective reports.

|  |  |
| --- | --- |
| Members | Tasks |
| Deniz | **[ Task 1, Task 5, Task 8 ]** |
| Siddheswar | **[ Task 2, Task 3, Task 4]** |

# IMDB Tasks

In this task, we are provided by a .tsv (tab separated values) file, which contains basic information regarding titles that are found on IMDB.

## **Task 1:** 50 most common keywords for all movies and shorts

To do this task, the process is divided into two parts.  
First part is to mapping word frequencies; second part is sorting and yielding top 50.

**First Part:**Since what every column is representing is provided by PDF, it can be deduced that we will only require column[1] for show-types and column[2] for primaryTitles.

Mapper part contains 4 filtering operations to yield a word list to be processed by combiner.

* + 1. An if statement to determine if title type is a movie or short, else skip.
    2. Regular expression that separates all non-whitespace and non-digits with more than 2 characters. 2 character is used as a broad way to reduce short possessives in multiple languages.
    3. Natural language toolkit is used to part-of-speech tagging and removing tags such as prepositions, determiners, articles, punctuation etc for **English** language.
    4. Due to NLTK working on English language, to further reduce input NLTK stopwords for all languages are used.  
       This is done since the input file contains English, French, German, Spanish and more languages that passes through pos-tagging.

After mapper result, combiner combines the word keys with their counts to yield number of times that word was seen.

Then reducer changes the (key,value) pair to (None, (value,key)) to be processed in second part.

**Second Part:**  
Sorter is a reducer function that takes first 50 elements passed into it and then removes minimum value when a higher value is found that will be added instead.

## **Task 2:** Top 15 keywords for each movie genre

The steps followed are as follows:

**mapper1**

This returns (genre, title) pairs. It must be noted the genre columns may have multiple genres associated with one movie title. Hence these genres are identified individually and the pairs are created accordingly.

**mapper2**

This mapper job returns the genre and converts the title into a word count dictionary.

**combiner and reducer1**

In these steps, the dictionary associated with each genre are combined. These were generated by the previous job – mapper2. Each instance of the reducer receives all pairs that have the same gerne (which is the key in this case).

Finally the data structure consists of each genre and an associated dictionary that contains the word count combined from all titles associated with that genre. Thereafter the top 15 entries in the dictionaries of each genre is isolated and returned by the reducer.

# Online Retail Tasks

The following tasks were executed using the csv files provided as a part of the exercise. It was observed that some billing entries are repeated in both the files. Hence necessary steps were taken to eliminate redundant lines.

## **Task 3:** Top 10 best customers for each retail year

**mapper, combiner and reducer**

The MRjob conssting of *mapper, combiner* and *reducer*  are used to preprocess and remove the redundant lines as described above. The reducer finally produces key value pair where the key consists of the customer id and year and value is the revenue generated.

**combiner1, reducer1**

These steps sum up the revenues generated by customers per year. The reducer1 output consists of key = year and value = a dictionary consisting of customer\_id and the total revenue generated for that year.

**combiner2 , reducer2**

These jobs append the dictionaries generated by reducer1 so that there is one dictionary associated with each year (which in case is 3: 20019, 2010, 2011) .

The top 10 entries from each dictionary is calculated using the *most\_common* function, which gives the final key, value output where key = year and value = list of top 10 customers along with the total revenue generated.

## **Task 4:** Best selling product

This task was very similar to task 3. The preprocessing was done by the jobs: *mapper, combiner, reducer.* The only difference is that the customer ids are no longer tracked for each bill.

**reducer1**

This reducer produces the total quantities and the revenues generated for each product. In order to facilitate sorting in the next step, the key is yielded as *None* and the value consists of the triples: total quantity, total revenue and stock id.

**reducer2**

Finally the products generating the maximum revenue and quantity are calculated in this step which produces the final output.

# Similar Paper Recommendation Tasks

In this task we are provided with a .JSON file that contains information of multiple articles.

## **Task 5:** Jaccard similarity coefficient

Due to file format being json, we have to define a different input method than the provided one since it passes values line by line.

Thus we have 3 steps: mapper\_raw, jaccard\_sim (combiner), reduce\_max\_sim (reducer).

**mapper\_raw step**Initially loads json file using json library, then picks one random paper using random library.

The random picking and rest of the files go through the process of string to list function that removes punctuation of , . ( ) and any whitespace then outputs lowered version of string.  
The output is then passed to list to dictionary which maps words with their occurrences.

**Jaccard\_sim step**  
This step then takes every (id, dictionary) pair and compares to the previously randomly picked paper. Yields the jaccard coefficient and id of that paper.

This step went through many iterations due to the description of jaccard coefficient.

(..) measures similarity as the intersection divided by the union of the objects.   
(...) The Jaccard coefficient compares the sum weight of shared terms to the sum weight of terms that are present in either of the two document   
but are not the shared terms.

First it was implemented in both numpy and base libraries, considering only the intersection divided by union of objects *(can be seen in JacardCoef\_1)*.   
This case didn’t take consideration of repeated words or their respective weights.   
The current implementation uses dictionary and weight values to do that.

**Reduce\_max\_sim step**  
This step then looks into the output of previous step and yields maximum value.  
Providing an output of   
Randomly Picked ID, [ Maximum Jaccard Result, Maximum Matched Result ]

## **Task 6:** Cosine similarity

Similar to the previous section, the first mapper has to *mapper\_raw* in order to tackle the JSON input file. The steps followed are as follows:

**mapper\_raw step**Initially loads json file using json library, then picks one random paper using random library.

Each mapper then returns the id, title and the content of each article. The text content is preprocessed to remove all punctuations and numbers. It is also stemmed in order to facilitate better similarity calculation. Snowball stemmer was preferred here.

**Reducer**

TF-IDF

The reducer will receive all articles from all mappers. There after the TF-IDF vector is calculated for each article. It must be noted that TF-IDF calculation is different from word counter and requires the presence of all articles together.
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**t** = word ,

**d** = a particular document

**D** = all documents.

**tf(t,d)** = term frequency of word t in the document d.

**document frequency** (df) = The ratio of number of documents in which the word d appears and the total number of documents in the corpora.

**Inverse document frequency** (idf(t,D) ) = log( 1/ df)
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After the calculation of TF-IDF vectors for every article, the cosine similarity can be calculated using these vectors.

Cosine Similarity

The cosine similarity between two vectors is the cosine of the angle between the vectors. The mathematical formulae is as follows: [1]
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Here A and B are the vectors.

Python Implementation

It must be noted that the cosine similarity does not take into consideration the magnitude of the vectors. Also the TF-IDF component outputs the vectors in row normalised format. [2]

Hence the dot product of the vectors is sufficient to calculate the cosine of the angle. This tep is performed by the *linear\_kernel* function of the *scikit learn* library. The linear kernel calculation is as follows:

![](data:image/png;base64,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)

This step eliminates the running nested loops and is hence faster.

The linear kernel step produces the final (n x n )cosine similarity matrix where n is the number of articles. Each row of the matrix belongs to a particular article and has the similarity scores with all other articles.

The *randompick* function chooses a random article id (x) and the final output of the reducer is the element in the similarity matrix , corresponding to the row of x, which has the highest similarity score.

The reducer finally returns the (id, title) for the most similar article.

# Matrix Multiplication Task

## **Task 8:** Matrix dot product

Initially “MapReduce (Advanced Topics): Part 3” pdf is followed as a basis and inspiration, but as soon as mapping started the project started to deviate.

This implementation requires two steps which uses pairs of mappers and reducers.

**In below description;**   
First matrix is referred as A and it’s (row, column) is (i, k).  
Second matrix is referred as B and it’s (row, column) is (k ,j)

**Step 1:**

First to have more control on how mapper is working, mapper\_raw is modified for our purposes.  
It takes two inputs A.txt and B.txt from command line and depending on file name that is in process, elements of the matrix is mapped differently.

When compared to PDF, at combiner step it is combining many duplicate values to be used in multiplication due to the nature of matrix dot product.

Instead of doing that, reducer takes the output of mapper and calculates element multiplication part of dot product. Considering a 2x3 and 3x2 matrix multiplication below:

This would mean instead of mapping a multiple times, first reducer is producing ax, by, cz and so on.  
The yield is then mapped as (i,j), (A[i][k] \* B[k][j])

**Step 2:**  
This step is to map elements with same keys so that they will be summed together.  
Mapper maps the elements with same keys (0,0), (ax,by,cz) for example.  
Then the reducer sums them together (0,0), ax+by+cz
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